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# Introduction

This document describes the process of developing the dashboard for modelling the risk of circular economy companies. The dashboard is available [here](https://dasbhoard-7sgf0oydm6l.streamlit.app/)[[1]](#footnote-1). The code is available on [this Github](https://github.com/irisreitsmaRQ/dasbhoard)[[2]](#footnote-2).

## Model purpose

The dashboard for the circular risk model outputs a risk score given input parameters corresponding to a circular economy company. This score can be used as a decision factor in deciding which circular economy deals are accepted or rejected by, for example, banks. In addition, the dashboard can give insight into which risk factors are important in making these kinds of decisions.

## Specification and Scope

The scope of the dashboard is to test a first draft of the circular risk model (v0.1). This draft can be used to obtain preliminary results and to test the model. The obtained feedback and results can be used to create a second draft of the model (v0.5), which can be tested by a selection of companies. After evaluation of the second draft, the final version of the circular risk model and dashboard can be created (v1.0).

# Dashboard Creation

This chapter describes how the dashboard was created and hosted, and how user inputs are stored.

## Chosen Frameworks

**Streamlit:** The dashboard is created using [Streamlit](https://streamlit.io/)[[3]](#footnote-3), which is an open-source app framework that makes it very easy to quickly create good-looking dashboards using Python. Additional advantages of Streamlit are that their platform makes it possible to host dashboards for free, and that it works very well with [Github](https://github.com/)[[4]](#footnote-4).

**Google Sheets:** The user inputs from the Streamlit dashboard are stored in a [Google Spreadsheet](https://www.google.com/sheets/about/)[[5]](#footnote-5). The first reason for this decision is that Google Spreadsheets works well together with Streamlit. The second reason is that Google Spreadsheets are easily shareable or exportable to CSV or Excel format.

## Set up the Dashboard

Creating a Streamlit dashboard and hosting it on their platform only needs a couple of steps:
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2. Connect the account to a Github account by clicking
3. Create a Github repository for the Streamlit app.
4. Create a Python script in the repository, make sure [Streamlit is installed](https://docs.streamlit.io/library/get-started/installation)[[7]](#footnote-7). A simple script could look like this:

# *simple\_script.py*

import streamlit as st

st.write(‘Hello world!’)

user\_input = st.text\_input(label=’Say something’, value=’Something’)

This script can be run locally by executing the following command:

streamlit run simple\_script.py

*![](data:image/png;base64,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)*If it works, a tab displaying the dashboard opens in the web browser.

1. Deploy the app on Streamlit Cloud by clicking

If it works, a tab will open in the web browser displaying the dashboard.

For more information and a more elaborate explanation, please refer to [this blog](https://blog.streamlit.io/host-your-streamlit-app-for-free/)[[8]](#footnote-8) about hosting a Streamlit app or [this documentation](https://docs.streamlit.io/library/get-started/create-an-app)[[9]](#footnote-9) for creating a Streamlit app.

Now that the dashboard is working, it can be connected to a Google Spreadsheet to store user input from the dashboard.

## Connect Google Sheet

Connecting the Streamlit dashboard to a Google Sheet takes some more steps that are less straightforward. Please follow the steps in [this Streamlit documentation](https://docs.streamlit.io/knowledge-base/tutorials/databases/private-gsheet)[[10]](#footnote-10). These steps are summarized in the subsections below.

**IMPORTANT:** The Streamlit documentation uses Python package gsheetsdb. However, this package is outdated, so please use gspread instead, see also Section 2.3.4.

### Set up Sheet and API

First of all, a sheet needs to be created and the API needs to be enabled in order to read from and write to the sheet from Python:

1. Create a Google Sheet.
2. Enable Sheet API.
3. Create a service account.
4. Download key file from the service account.
5. Share the Google Sheet with the service account. Please choose the correct permission: for just reading the data in Python, the *Viewer* option is sufficient. For writing input from the dashboard to the sheet, the permission should be *Editor*.

### Set up Secrets file

The local Streamlit application reads the sheet URL and other information from a .streamlit/secrets.toml file. This folder and file should be created in the repository if they are not already there. The file should contain the URL to the sheet and the information from they key file downloaded (below the box [gcp\_service\_account]):

# *.streamlit/secrets.toml*

private\_gsheets\_url = "{link to Google Sheet}"

[gcp\_service\_account]

type = "service\_account"

project\_id = "xxx"

*# … rest of the key file*

**IMPORTANT:** The just created .streamlit/secrets.toml file should be added to the gitignore file in the repository. Otherwise, the Google Sheet URL and information in the secrets file will become public if the code is pushed to Github.

### Upload Secrets to Steamlit Cloud

Because the .streamlit/secrets.toml is not pushed to Github, Streamlit does not have access to the Google Sheet URL and secrets information yet. Please copy and paste the information in the .streamlit/secrets.toml here: [Streamlit app overview](https://share.streamlit.io/)[[11]](#footnote-11) → 3 dots next to the app → Settings → Secrets.

### Store User Input to Sheet

At this point, all the connections are working. There are some last steps that are needed to be able to write user input to the Google Sheet.

1. Import the following in the Python script:

import gspread

from google.oauth2 import service\_account

1. Add gspread=={version} to requirements.txt in the repository to let Streamlit Cloud know to use this package.
2. Set up the scope and credentials to the Google Sheet:

credentials = service\_account.Credentials.from\_service\_account\_info(

st.secrets["gcp\_service\_account"],

scopes=[

"https://www.googleapis.com/auth/spreadsheets",

],

)

1. Open the Google Sheet as sh:

client = gspread.authorize(credentials)

sheets\_url = st.secrets["sheet\_url"]

sh = client.open\_by\_url(sheets\_url)

1. Write user input as a row to the Google Sheet:

sh.sheet1.append\_row([user\_input])

If everything went correctly, the user input will be visible in the Google Sheet. Appendix A provides an overview of the complete example code. Appendix B provides an overview of the repository structure.

TODO more about actual current dashboard? E.g., screenshot of UI, explanation about weights selection etc

# Risk Score Calculation

The dashboard lets the user score risk drivers, which are then weighted by expert weights and converted to a single risk score.

## Scoring of Risk Drivers

The model includes 6 risk drivers [TODO benoemen]. Each risk driver can consist out of a maximum of 4 variables. As an example, the Risk Driver *Resource availability* consists of the following variables:

1. Dependency on critical raw materials.
2. Closest peak year of critical raw materials.
3. Ownership/control over resources (natural hedge).
4. Type of relationship with value chain.

Each of these variables is scored out of four scores [TODO checken]. 1 is a ‘bad’ score, indicating a risk. 4 is a ‘good’ score, indicating little risk.

For each risk driver, a score is calculated based on the average of its variables. This score is inverted, so that it ranges from 0.25 (good) to 1 (bad). Then, this range is converted so that it starts at 0 (good), up to 1 (bad).

## Including Expert Weights

When each risk driver is scored, they need to be weighted by the corresponding expert weights. These weights are an average of the chosen expert groups, which are:

1. Risk
2. Bus Dev (Business Development)
3. Finance
4. Invest (Investors)

Note that the *Total avg score* is not provided as an option. This score is weighted on the size of the expert groups, and therefore biased to large expert groups.

The risk driver score is multiplied by the average of the chosen weights corresponding to this risk driver. Afterwards, the average of the weighted risk driver scores is calculated, by dividing the sum of weighted risk drivers by the amount of risk drivers.

TODO expert weight normalisation uitleggen

# Concerns

This chapter discusses concerns related to the model.

## Access to dashboard on Github:

The current dashboard is hosted on [my Github page](https://github.com/irisreitsmaRQ/dasbhoard)[[12]](#footnote-12), which is connected to my RiskQuest email. From September, I will not work at RiskQuest anymore. My email might be deleted, so the Github might not be accessible anymore.

TODO more?

Appendix

1. Complete Example Code

This appendix provides an example of a simple dashboard code in Python that is stored in a Google Sheet.

# *simple\_script.py*

import streamlit as st

import gspread

from google.oauth2 import service\_account

# Create simple dashboard for user input

st.write(‘Hello world!’)

user\_input = st.text\_input(label=’Say something’, value=’Something’)

# Set up credentials to Google Sheet

credentials = service\_account.Credentials.from\_service\_account\_info(

st.secrets["gcp\_service\_account"],

scopes=[

"https://www.googleapis.com/auth/spreadsheets",

],

)

# Authorize and open and Google Sheet

client = gspread.authorize(credentials)

sheets\_url = st.secrets["sheet\_url"]

sh = client.open\_by\_url(sheets\_url)

# Store user input in Google Sheet

sh.sheet1.append\_row([user\_input])

1. Repository Structure

The complete repository structure for the example code should look like:

* Repository
  + .streamlit
    - Secrets.toml
  + Simple\_script.py
  + Requirements.txt
  + .gitignore
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